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module Main where

data Tree a = Empty | Node a (Tree a) (Tree a)

insert :: Ord a => a -> Tree a -> Tree a

insert x Empty = Node x Empty Empty

insert x (Node y left right)

| x >= y = Node y left (insert x right)

| otherwise = Node y (insert x left) right

delete :: Ord a => a -> Tree a -> Tree a

delete x Empty = Empty

delete x (Node y left right)

| x < y = Node y (delete x left) right

| x > y = Node y left (delete x right)

| otherwise = case (left, right) of

(Empty, \_) -> right

(\_, Empty) -> left

(\_, \_) -> let minVal = findMin right

in Node minVal left (delete minVal right)

findMin :: Tree a -> a

findMin (Node x Empty \_) = x

findMin (Node \_ left \_) = findMin left

takeTreeAsList :: Tree a -> [a]

takeTreeAsList Empty = []

takeTreeAsList (Node x left right) =

takeTreeAsList left ++ [x] ++ takeTreeAsList right

main :: IO ()

main = do

let tree = foldr insert Empty [10, 5, 15, 7, 12]

let newTree = delete 7 tree

print (takeTreeAsList tree)

print (takeTreeAsList newTree)